Abstract—The management of knowledge, in particular knowledge about the architecture, plays a pivotal role in global software development (GSD). In earlier research, we have defined what architectural knowledge is, and elaborated several practices for sound architectural knowledge management in a distributed setting. In this paper, we report on a large survey performed at an agile global software development organization in which we interviewed 38 employees spread across three development sites. Our aim was to validate our earlier research by determining what practices for architectural knowledge management in GSD are used in practice. The results show that the case study organization emphasizes architectural knowledge management practices that promote decentralization and, as a consequence, personalization (as opposed to centralization viz. codification). We identified one new useful practice: “peered sites”, covering a combination of activities that support a balance in decision-making power across sites.

I. INTRODUCTION

Over the past years, we observed an increase in attention to the management of knowledge in global software development (GSD) organizations. For these development organizations, timely availability of accurate knowledge is important for effective and efficient software processes (see e.g. [1], [2], and the MARK and KNOWING workshop series, held in conjunction with the IEEE Requirements Engineering Conference and IEEE International Conference on Global Software Engineering series respectively).

A specific, yet extremely important kind of knowledge that needs to be shared is knowledge about the software architecture. In a software architecture, the global structure of the system to be built is decided upon. This structure, among others, should capture the major architectural decisions that led to it [3]. Capturing these architectural decisions facilitates a better decision-making process in shorter time, saving rework and improving the quality of the architecture [4], [5]. Hence, it is important not only to capture the resulting architectural design, but also the decisions, including their rationale, that led to that design: architectural knowledge.

In the GRIFFIN project [6], we have performed research in the area of architectural knowledge. We define architectural knowledge as the integrated representation of the software architecture of a software-intensive system (or a family of systems), the architectural design decisions, and the external context/environment. We have formalized the concept of architectural knowledge in a core model of architectural knowledge [7]. Possible reasons for the use of architectural knowledge have been identified and validated as well [8], [9]. In the context of GSD, sound management of architectural knowledge can help overcome the challenges innate to GSD. Architectural knowledge management can be implemented by performing a series of well-defined practices. In the GRIFFIN project, we have developed and initially validated these practices, see e.g. [10]–[12].

In the research described in this paper, we have validated the architectural knowledge management practices for their actual use by conducting a survey at a large agile global software development organization. After having interviewed 38 employees across three development sites and having analyzed the results, we conclude that the architectural knowledge management practices that promote decentralization get much more attention than those promoting centralization. We furthermore identified one additional useful practice, “peered sites”, covering activities that support a balance in decision-making power across sites.

This paper is structured as follows. Section II provides the research question, an overview of the organization where we conducted our survey and details the approach used for this research. Next, Section III lists the results of the analysis. In Section IV, we discuss the possible limitations that apply to this research. We conclude this paper in Section V with the conclusions.

II. RESEARCH QUESTION AND APPROACH

In this section, we first outline our research question (Section II-A). Next, Section II-B provides an overview of the organization where we conducted the survey. In Section II-C, we describe the approach used for conducting the survey.

A. Research Question

Our primary interest lies in validating the set of practices for architectural knowledge management in global software development. In earlier research, we have developed several practices and validated their usefulness in an organization.
involved in GSD [10]–[12]. Table I provides an overview of the practices, including references to the earlier research. These practices include frequent interaction across sites, prioritizing a set of rules with which the architecture and underlying decisions should comply, writing down deviations from these architectural rules in case of non-compliance (including a rationale for non-compliance), the urgent request mechanism as a light-weight, non-intrusive manner to quickly gain information on a specific topic of interest, establishing a project structure in which it is clear what the communication responsibilities are, and establishing a single configuration management system in which work products such as documentation, scripts, test cases, and source code are stored. For an elaborate description of each individual practice, we refer to the work referenced by Table I. The work presented here aims at a broader evaluation of the use of these practices at another large GSD organization. In addition, we are open to identifying practices that are in use at Océ Technologies but not identified through our earlier research.

Hence, our research question is as follows:

**What practices for managing architectural knowledge are used?**

### B. Characterization of the Organization

We performed the survey at Océ Technologies. Océ Technologies produces high-end printers for the business markets in high-volume printing, wide-format printing and office printing. Océ Technologies is based in The Netherlands and has several additional development sites spread across the globe.

The software in these printers manages user interaction, renders images, and controls the print engine. Software for printers is typically developed by several software development teams, plus architects, integrators, and testers. These software teams reside at the various development sites of the organization.

A typical team structure of project teams at Océ is depicted in Figure 1. A project manager heads the project and is responsible for its planning, realization, and successful completion. The project manager also agrees upon the high-level specifications of the project with upper management and marketing personnel. Requirements and specifications are compiled into product properties by the lead architect in the team. The specifications written by the lead architect start from a user-centric view, i.e., scenarios on how the end-users will interact with the product. For instance, the architect is responsible to decide what happens in case of an interrupt request from the user of the printer (as in how should it function, which software units should be triggered and how should they function), define the interfaces between these units and the like. Teams also comprise a system integrator who integrates the different software units to build the software system. Additionally, the integrator reports issues encountered during integration and assigns them to the appropriate team or person to be addressed. All three – the project manager, the lead architect, and the integrator – are assigned to a project for its entire duration until the product has been released and are located at the Dutch development site.

![Figure 1. Typical project team structure at Océ.](image)

Project teams also include one or more software unit teams that implement the software units. Each unit has a unit leader and a unit architect analogous to the project manager and lead architect at the project level. The unit leader is responsible for planning and organizing. The unit architect transforms the high-level specifications received from the lead architect into detailed technical specifications and pass them to the software developers who implement the code and test it. The unit architects are coordinated by the lead architect, who is often the only team member with the overall view of where (or in which units) the different functionalities of the product reside. Most software units are not developed for a single product but their deliverable is tuned and integrated into several products. A software team can develop a software unit for four, or even more, projects at the same time. This challenges system behavior as well as architecture.

As a basis for our research, we selected two large projects. These project were the two most significant multi-site projects that were running at the organization at the time of our experiment. One of these projects primarily involves the Dutch (NL) site and another site, site A. The other project also involves a third site, site B.

Collaboration between the three sites involved in these two projects differs. In the first project, which involves the NL site and site A, both sites develop distinct software units, and integration of the work done by the sites occurs between the software units. In the second project, involving the Dutch site, site A, and site B, collaboration between NL and site B occurs via co-development of the same software unit, whereas collaboration between the Dutch site and site A is organized at the level of unit integration, similar to the first project.

Océ Technologies successfully applies an agile development methodology to encourage creativity and productivity. The organization is flat and workers are encouraged to be proactive in owning up to work responsibilities. Océ Technologies has deliberately opted for cooperation, as opposed to hierarchy, to foster innovation and entrepreneurship.
Agility does not contradict architecture. The agile development process used specifies that the requirement specifications and the architecture design specifications must be approved by the project leaders and the Architecture Council. The lead architect and the unit architects have regular (typically weekly and when needed) meetings to discuss design, and individual teams have their daily meetings.

The agile development methodology that Ocê has been using for the past five years is based on SCRUM [13]. SCRUM is an agile software development methodology that allows for adaption for use in a GSD setting (see e.g. [14]–[16]). A software development cycle at Ocê typically lasts 8 weeks, with sprints of 2 weeks.

C. Research Approach

From the organization, we selected 38 employees working on the two aforementioned projects: 19 were working at the Dutch site, 14 at site A, and 5 at site B. This distribution is proportional to the number of employees at each of the development sites. The roles and experience of the employees ranges from team leaders to designers, architects, and integration responsibles. The majority of these roles has architecting responsibilities.

On average, the employees had 4.45 years of experience in their current role, with a range between 0.5 - 20 years. The employees were working on average 10.33 years at the organization, with a range between 0.5 - 29 years.

We held interviews with the 38 employees individually of about one hour to one-and-a-half hour. The interviews were held according to a predefined questionnaire that was developed in close cooperation with the organization. The topics of the questionnaire covered communication and collaboration, knowledge sharing, relationship (and trust) issues, and quality and productivity. In all these topics, various subquestions were formulated to collect information for the validation of our model; questions regarding communication, collaboration, and knowledge sharing focused on how interaction occurs and how knowledge is shared.

We video-recorded the interviews to facilitate a thorough analysis afterwards. In a companion article [17], a subset of these interviews is used to study the impact of governance structures on knowledge management.

We performed content analysis on the coded (transcribed) representations of the text to analyze the interview transcripts and validate our research model. Content analysis is a research method that uses a set of procedures to make valid inferences from text [18]. This helps in e.g., revealing the focus of individuals, or groups. We examined broken down pieces of text or semantic units (not single words, but “word sense”) from each interview transcript with our research question in mind, and coded answers to the research question using an interactive set of concepts; an interactive set of concepts enables us to code what the practitioners actually do, rather than framing it a priori to our validation model. Since we are interested in a possible distinction between architectural knowledge management practices and the sites involved, we coded for frequency of these concepts, rather than just their existence (termed “conceptual analysis”, according to [18]). After we finished coding the 38 interview transcripts, we linked the individual coded fragments to our validation model (the set of practices for AKM in GSD) by inferring the meaning of the fragments. We performed such a mapping for each of the three sites individually to allow us to compare the results across sites. Intermediate results were discussed in our research team to ensure validity (see Section IV). Fragments that could not be mapped onto the validation model are analyzed separately since these fragments could reveal the existence of other practices in use at the organization that can be leveraged.

III. RESULTS

In this section, we describe the results of our study. The validation of the architectural knowledge management practices for global software development is described in Section III-A. Next, Section III-B provides practices that were found to be performed at, or needed by, the organization, but were not part of our validation model.

---

Table I

<table>
<thead>
<tr>
<th>PRACTICES FOR ARCHITECTURAL KNOWLEDGE MANAGEMENT IN GLOBAL SOFTWARE DEVELOPMENT</th>
</tr>
</thead>
<tbody>
<tr>
<td>Below, the list of AKM practices for GSD is provided:</td>
</tr>
<tr>
<td>• Frequent Interaction Across Sites [10], [12]</td>
</tr>
<tr>
<td>• Write Down Deviations from Architectural Rules [11]</td>
</tr>
<tr>
<td>• Verify Compliance with Architectural Rules [11]</td>
</tr>
<tr>
<td>• Cross-Site Delegation (Designated Representatives of Each Team Visit Other Teams) [10], [12]</td>
</tr>
<tr>
<td>• Face-to-Face Project Kick-off [10], [12]</td>
</tr>
<tr>
<td>• Urgent Request [10], [12]</td>
</tr>
<tr>
<td>• Collocated High-Level Architecture Phase [10], [12]</td>
</tr>
<tr>
<td>• Clear Project Structure (with Communicating Responsibilities) [10], [12]</td>
</tr>
<tr>
<td>• (single) Repository for Architecture Artifacts [10], [12]</td>
</tr>
<tr>
<td>• Know Who is Who (Across the Project) [12]</td>
</tr>
<tr>
<td>• (single) Configuration Management System for Work Products and Source Code [12]</td>
</tr>
</tbody>
</table>

1See \( \text{http://www.cs.vu.nl/~viktor} \) for more information.
We have structured the results per development site. Because the vast majority of the 38 employees included in our study have architecting responsibilities, we did not further analyze the results to identify differences based their roles. Table II shows the frequency of references made to existence AKM practices for GSD (between brackets the reference to non-existence of that practice).

A. Validation of AKM Practices for GSD

In this section, we discuss the major findings of Table II. We combine the findings of each of the development sites, yet indicate specific similarities or differences observed. Figure 2 provides an excerpt of the codification and aggregation of concepts to our validation model. In this excerpt, various interaction means (e.g., tools) are shown, and annotated with additional reasons for using these means.

Frequent Interaction Across Sites – The organization uses a wide variety of means to ensure sufficiently frequent interaction across sites: periodic meetings (e.g., weekly or biweekly) to share concerns such as planning issues, bottlenecks, and estimates, the use of video-conferencing and Communicator for face-to-face interaction and desktop/code sharing, and of course email and phone communication. Our analysis shows that especially Communicator-tooling for e.g., video-conferencing is greatly appreciated and meant to lower the barriers of distance in collaboration with remote sites; these findings support the findings from Damian et al. [19]. However, despite this variety of means, employees indicate that they do not automatically share the result of these local or informal discussions (e.g., coffee-talk) to other sites; rather, the request for that knowledge should be put forward by the other site. This is inherent in the philosophy of the organization: take responsibility, and ask colleagues (and in particular the people that really communicate well) to share knowledge or ask questions; some people find themselves more confident in using email because it allows them to verify their writings before actually communicating them (i.e., sending the message). These difficulties lie in language barriers and misinterpretation.

At site A, the need for a single whiteboard for distributed design meetings (such as described in [20]) was expressed. At site B, we observed that Communicator was used heavily and valued very much by the employees; they mentioned that phone actually was not used that often; in case of an urgent matter, the issue is put forward via email and followed up with a Communicator call to attract attention at the other development site.

Prioritize Architectural Rules, Write Down Deviations, Verify Compliance – These practices are not used by Ocê Technologies. Given the philosophy of entrepreneurship and pro-activity as elaborated on in Section II-B, Ocê does not pose restrictions such as architectural rules [11] to the employees. Rather, the organization promotes that employees actively request knowledge at the source (i.e., their colleagues) and correct and improve any suboptimal situation they observe along the run.

Cross-Site Delegation – The organization heavily relies on cross-site visits to establish trust. Several of the key players (project managers and integration managers) at all sites involved in our study have monthly and bi-monthly visits scheduled in their agendas. Although the interview participants mention that it is necessary to prepare the visits well (to get the most out of them), the general opinion is that the benefits outweigh the drawbacks, as supported by [21]. As an example, an employee from site A indicated:

“And when you are in the mindset where you just say well, the Dutch people are not right then you’re not really building a good relationship. (...) And when you really start to go there and to work with them and find out that there are lot of people that really communicate well and you can make friends there as you can make friends here. But this can only happen if you go there. You cannot make friends by email.”

Gaining trust is particularly important for employees working at site B, the site that was added most recently to the organization. The respondents indicate that cross-site visits explicitly were initiated when site B was started five years ago. Currently, however, the respondents indicate that not all employees from site B are eligible for travelling to the other sites; nor are there any regular team-building events to build trust that include employees working at site B, according to the employees working there.

Face-to-Face Project Kick-off – Although this practice is not mentioned very frequently by the interviewees, all sites report on having a face-to-face meeting at the start of a project. Apart from that these meetings help to gain trust early in the project (and thus provide a solid basis for future cooperation across sites), employees from the Dutch site indicate that project kick-offs were conducted at site B when this site was started about five years ago.

Urgent Request – The organization promotes a low threshold for knowledge sharing and communication; hence, we observe that the Dutch site often poses and receives questions (either via email or Communicator-chat) that quickly need resolution. This shows that the helpfulness and willingness to share knowledge with the other sites (site A and B) is significantly present. A shared goal exists for each of the two projects (delivering correctly functioning software in time), and an urgent request mechanism clearly contributes to that goal by minimizing knowledge sharing delays.

Collocated Architecture Phase – The practice that promotes the development of the architecture is collocated (i.e., at a centralized location) is not that often mentioned. There
Table II
OVERVIEW OF RESULTS PER SITE. NUMBERS DENOTE THE FREQUENCY OF MENTIONING EXISTENCE OF THE PRACTICE; NUMBERS BETWEEN PARENTHESES DENOTE THE FREQUENCY OF MENTIONING THE NON-EXISTENCE OF THAT PRACTICE

<table>
<thead>
<tr>
<th>AKM Practice in GSD</th>
<th>Site NL (N = 19)</th>
<th>Site A (N = 14)</th>
<th>Site B (N = 5)</th>
</tr>
</thead>
<tbody>
<tr>
<td>Frequent Interaction Across Sites</td>
<td>54 (13)</td>
<td>38 (5)</td>
<td>22 (1)</td>
</tr>
<tr>
<td>Prioritize Architectural Rules</td>
<td>–</td>
<td>–</td>
<td>–</td>
</tr>
<tr>
<td>Write Down Deviations from Architectural Rules</td>
<td>–</td>
<td>–</td>
<td>–</td>
</tr>
<tr>
<td>Cross-Site Delegation (i.e. Travelling)</td>
<td>23</td>
<td>9</td>
<td>2 (3)</td>
</tr>
<tr>
<td>Face-to-Face Project Kick-off</td>
<td>3</td>
<td>2</td>
<td>2</td>
</tr>
<tr>
<td>Urgent Request</td>
<td>13 (1)</td>
<td>1 (1)</td>
<td>–</td>
</tr>
<tr>
<td>Collocated (High-Level) Architecture Phase</td>
<td>3</td>
<td>–</td>
<td>–</td>
</tr>
<tr>
<td>Clear Project Structure (With Clear Responsibilities)</td>
<td>3 (2)</td>
<td>9</td>
<td>2</td>
</tr>
<tr>
<td>(single) Repository for Architecture Artifacts</td>
<td>1 (5)</td>
<td>1 (4)</td>
<td>(1)</td>
</tr>
<tr>
<td>Know Who is Who</td>
<td>16</td>
<td>7</td>
<td>1</td>
</tr>
<tr>
<td>(single) Configuration Management System</td>
<td>1 (36)</td>
<td>3 (8)</td>
<td>1 (3)</td>
</tr>
</tbody>
</table>

Figure 2. Excerpt of mapping the content analysis results to a part of our validation model (negations shown in dashed lines, the architectural knowledge management practice “frequent interaction across sites”, site B).

is an Architecture Council where decisions that cross-cut projects and affect multiple units are taken. Decisions at the level of an individual unit are left to the unit architect – who may reside at another site –, who has regular meetings with the lead architect of the project.

**Clear Project Structure** – The employees at site A indicate a more hierarchical project organization with clear responsibilities as compared to the Dutch site and site B. As an example, employees from site A indicate that most of the knowledge sharing occurs via (delegation to) the so-called “function responsible” instead of contacting possible knowledge sources directly. According to Hofstede [22], this can be attributed to a difference in the degree to which members of organization accept that power is distributed unequally; in other words, a more “hierarchical structure”. The organization perceives a change in the difference in hierarchy between the site A and the Dutch site, as indicated by this example:

“I know people who work in a certain problem; (...) then in a coffee break, I asked a developer about the problem, (...) which was not very much appreciated by my colleague [at site A] (peer) (...) This has changed I think so people are much more lets say equal and its the same flat organisation as it is here.”

**single Repository for Architecture Artifacts** – Architectural documents containing architectural decisions and rationale are not stored in a single repository in this organization. Our analysis reveals various examples in which e.g. employees from site B send an e-mail to ask if the information put onto the SharePoint environment is up-to-date. In addition, in The Netherlands, employees ask their colleagues via email to provide them with an architecture document.

Again, these examples show that the organization relies on the pro-activeness of its employees to initiate and promote knowledge sharing across the development sites, and little on codified knowledge.
Know Who is Who – As with the other sites, it is important for the employees at site A to build a trust network with employees at the other sites. Key to building this network is to “know who is who” and to “know who knows what”. Means to achieve this include installing a so-called directory (or “yellow pages”) as we have observed earlier in [11] and further elaborated on in [23]. We have not observed any such implementation at this organization, yet the goal (to “know who is who”) is deemed important.

(singles) Configuration Management System – No shared configuration management system is in place as a knowledge base or for document storage. In the Netherlands, the employees indicate that a myriad of means exist to store information: SharePoint, wikis, a proprietary “document finder” tool, network drives, and email; all are possible locations where information is stored. As a result, artifacts that should be shared (e.g. problem records, meeting minutes) are in fact not shared and employees rely on their colleagues to find out where a certain piece of information is stored:

“There is data management on both sides; some [documents] are shared, some not, and some are duplicated. So sometimes it is difficult to find the right information or the most recently updated documentation.”

With respect to the validation of the architectural knowledge management practices for GSD, we observe that practices that are used most frequently focus on the interaction between employees (by knowing who is who), using a variety of communication means, travelling, and the possibility to quickly obtain information when needed. On the other hand, practices that focus on capturing and storing knowledge in shared, single repositories or other systems are not used heavily.

B. Additional Architectural Knowledge Management Practices

While analyzing the survey results, we found practices for the management of architectural knowledge that were performed or mentioned by the organization, but that were not part of our initial model. In this section, we describe these practices.

At all sites, we found that absence of a policy for strategy for knowledge sharing was mentioned. Moreover, some respondents mentioned that more directing management statements and management support towards knowledge sharing would be beneficial.

In addition, at the Dutch site several employees indicated that a cross-site architecture team (the Architecture Council) is in place, including members from site A. The organization promotes a balance in the amount of and frequency in which knowledge is shared across sites. Nevertheless, some employees indicate that there is an imbalance in that the Dutch site sometimes is dominant in e.g. taking architectural decisions and “(…) having the final say on quality (…)”; this imbalance causes difficulties in that employees at other sites feel less involved with the decisions taken. Communication occurs towards other sites, where “(…) [we] hope that they receive it well (…)”. These findings are supported by [24]; the configuration of the development sites and the configuration at each development site individually significantly affects the dynamics of the organization. Furthermore, an imbalance in the size of the teams at each site can even invoke competitive and coalitional characteristics [24].

C. Major Findings

In this section, we provide the major findings of our validation.

Océ Technologies performs several activities that lead us to uncover an additional AKM practice for GSD that can be leveraged for organizations involved in GSD: “peered sites”. This practice covers the combination of activities that support a balance in decision-making power: establishing a cross-site architecture team, balancing the frequency of information exchange, and setting and promoting a shared goal for the project activities across development sites. In addition, it is suggested to have more balanced teams in terms of number of employees working at each site.

In addition, we find that Océ puts great emphasis on architectural knowledge management practices for GSD that promote decentralization: all sites involved in our study interact frequently with each other without having a predefined top-down communication structure. The key players of a site travel to other project locations to share knowledge, employees voluntarily respond to urgent requests for knowledge from their colleagues, and, finally, project kick-offs are held with members from all sites (physically) present. Practices that place a stronger emphasis on centralization, such as establishing a single repository for artifacts or having a single, shared configuration management system are not used; rather, the opposite is true; knowledge and artifacts are stored in multiple locations, causing some difficulties to retrieve the information. Several employees denote a need for having a central repository for artifacts in general and for artifacts that contain architectural knowledge in particular.

The tendency towards decentralization has two major consequences. First, Océ places a great emphasis on practices that support a personalization approach towards knowledge management as opposed to those that support a codification approach towards knowledge management. This corresponds with the nature in which software development activities are undertaken at this organization: in an agile approach, the pro-activeness and entrepreneurship of individual employees promotes practices that focus on collaboration and bringing the knowledge workers together (see [25]), rather than on codifying all knowledge in a single repository. Yet, the employees denote a clear need towards having a repository for artifacts in general and for artifacts that contain architec-
tural knowledge in particular. The myriad of means to store and share knowledge that are in place at the organization result in that several employees do not know where (the latest version of) a document is and whether it is up-to-date or maintained. Following Desouza and Evaristo [26] and Farenhorst et al. [27], a more hybrid knowledge sharing approach combining codification and personalization practices can prove beneficial.

A second consequence of the tendency towards decentralization is that the practices focusing on architectural guidelines that should be adhered to (architectural rules) are not used; posing architectural rules typically occurs in a more centralized collaboration structure. Océ Technologies has deliberately chosen not to pose these rules since the quality mindedness and adherence to quality standards are key responsibilities of each employee individually.

IV. Threats to Validity

In this research, we have validated a collection of architectural knowledge management practices for global software development at a single large organization; we included two projects in our study that involve unit teams spread across three sites. Including only one organization puts some limits on the external validity (generalizability) of our research results. Yet, having included 38 employees with varying tasks and responsibilities at the three sites, we believe to have included a representative subset of a large organization. Furthermore, the results of this study primarily apply to organizations who are involved in agile-based global software development. Organizations that support a more hierarchical and/or formal software development methodology might benefit from practices that are proposed but are not used by the organization where we conducted our survey. We have used content analysis as the basis of our study. As indicated by [18], several difficulties exist in the application of content analysis that may pose validity issues. We discuss these briefly in the remainder of this section. First, with respect to measurement, we decided to count the number of occurrences of the semantic unit. Weber [18] argues that in counting semantic units and subsequently grouping them to an element of our validation model, it requires less effort to identify successive mentions of a word as compared to the first occurrence; however, consistent use in terminology (i.e., Océ terminology) has eased this process. Furthermore, we have also investigated possible reasons for not being able to link any semantic unit to our validation model (see Section III-B). Second, with respect to indication, we have clearly added no or non in a semantic unit to indicate the negation of a practice or element (see Figure 2). Since we are interested to use the interview transcripts to answer our research question and not compare interviews or interviewees individually, we have not paid much attention to the use of adjectives or other semantical information (such as understated or overstated words). Third, with respect to representation and interpretation, we have performed the content analysis of the 38 interviews in a phased approach. This approach allowed us to reflect on possible ambiguities in terms used within our research group.

V. Conclusions

We have conducted a survey at a large agile multi site organization (Océ Technologies) involved in global software development to identify how architectural knowledge actually is shared across development sites. We have analyzed the results of 38 interviews held with employees from three development sites active in two large projects of the organization. Analysis of the results and relating them to our validation model helps to identify the pros and cons of using architectural knowledge and architectural knowledge management practices.

We conclude that architectural knowledge management practices that promote decentralization get much more attention than those promoting centralization at the agile GSD organization. The organization uses practices that focus on interaction and knowledge sharing bottom-up, e.g. between employees individually instead of putting forward (centralized) guidelines and tools. This focus on decentralization leads to an emphasis by Océ on personalization practices (e.g., bringing knowledge workers together) as compared to codification practices.

Finally, we identified one additional useful practice for AKM in GSD: “peered sites”. This practice covers activities that support a balance in decision-making power across sites.

Future work based on this research may include relating the use of the AKM practices for GSD to the quality of the architectures that are developed. This will help in even further analyzing the adequateness of the AKM practices for GSD.
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