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Abstract—In the past few years, software engineering researchers have adopted social network analysis techniques to understand collaboration patterns in global software teams. In this paper, we investigate current research in global software development where social network theory is used as an analysis technique. We do so through a systematic literature review where we collect and analyze previous work that adopt a social network perspective in distributed software development. We use the 3C collaboration model to classify our results based on the communication, coordination and cooperation aspects of global networks. Our results reveal two main coordination structures used in distributed teams, namely the clustering and the core-periphery structure. The analysis of the cooperation activities of the global networks reveal differences between planning and practice. Finally, several tools have been identified that aim to improve communication patterns among distributed team members.
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I. INTRODUCTION

In the past few years, software engineering researchers started to adopt social network analysis (SNA) techniques to understand collaboration patterns in global software teams [1]. According to [2], SNA can be used to reveal collaboration patterns that go beyond the organizational charts and the project planning. Additionally, a social network perspective can help locate expertise, raise communities of practice, promote knowledge sharing, and improve strategic decision making across distributed teams [3]. In previous research, social network analysis has been used to help organizations reveal hidden issues among the global software teams [1].

In this paper, we investigate current research in global software development (GSD) where social network theory is used as an analysis technique. We do so through a systematic literature review study where we collect and analyze previous work that adopt a social network perspective in distributed software development. We explore the new insights that both academics and practitioners can gain, by investigating the collaboration of distributed teams in GSD with the use of social network analysis techniques.

The results reveal new aspects in the coordination, cooperation and communication patterns of the remote team members and the impact of these structures to the team awareness and collaboration. The “default” assumption is that remote teams by and large operate independently. The work is coordinated per site; team members communicate a lot with other team members at the same site, and fairly little with team members at another site. The coordination between sites is delegated to special intermediaries, variously known as boundary spanners or brokers. Social network analysis research in global software development reveals interesting new patterns: the core-periphery structure and the appearance of emergent team members. In a core-periphery structure, people in the core – irrespective of site boundaries – interact frequently with each other, and much less so with team members at the periphery. Emergent team members can be people that are not officially part of the team, but yet heavily participate in the team communication, or people that take on the role of boundary spanner or broker unofficially. In both cases, social network analysis reveals the actual collaboration, as opposed to the one from the organization charts.

In the following section, we provide a theoretical background on the benefits of using SNA in global development environments (Section II). Sections III and IV present our research approach in conducting a systematic literature review and the results of this study. In section V we present the analysis of the results and we conclude in section VI with suggestions for future research in the particular area.

II. SOCIAL NETWORK ANALYSIS IN GLOBAL SOFTWARE DEVELOPMENT

Social network analysis provides a systematic way of analyzing informal networks by mapping and assessing the relationships between people, teams or organizations [4]. According to [5], an important attribute of SNA is that the relationships between the actors of a network are viewed as interdependent rather than as autonomous units. From a knowledge management perspective, in social network analysis the relationships between the actors are the channels through which communication occurs and information “flows” [5]. For example, previous research suggests that people connected with strong ties, through which a broad set of knowledge flows, are more likely to trigger creative ideas [6]. Cross et. al [4] apply social network analysis to
identify points of knowledge creation and sharing within an organization that hold strategic relevance. Taking a social network perspective to understand how a network of people creates and shares knowledge, makes these interactions within the network visible and as a consequence, related actions and decisions can be taken [4].

The distributed nature of software development and the use of computer-mediated channels for communication, are particularly attractive for the use of social network analysis to investigate software development activities [2]. An important challenge among distributed teams in global software environments is the aspect of awareness, or in other words, to know who knows what, who works in which part of the project and who is who in the remote teams [7]. In global software development, awareness is defined as a means by which team members become familiar with the work of their colleagues, therefore enabling better coordination between the distributed teams [8].

In the field of Computer-supported cooperative work (CSCW), awareness is defined as the intermediate between coordination, cooperation and communication (the 3C Collaboration model; see Figure 1) [9]. During communication people negotiate and make decisions, while coordination is the management of these people and their activities. Cooperation is the joint operation in order to execute tasks. Additionally, awareness is the element that offers feedback to the team members about their actions and gives them information about the other participants [10].

In this paper, we use the 3C model to examine how distributed collaboration can be analyzed from a social network perspective and what are the implications in team awareness. We do so by reviewing current social network approaches which focus on the coordination, cooperation and communication structures of the distributed software teams. We argue that a social network perspective can raise new insights into the distributed collaboration and foster team awareness of global software projects.

III. RESEARCH APPROACH

In order to investigate the potential benefits of a social network perspective in GSD, we performed a systematic literature review. According to [11], a systematic review is a way to identify, evaluate and interpret previous research on a particular topic, with specific research questions. In this study, we investigate the current approaches to analyze collaboration in global software development, from a social network perspective.

To frame the research questions, we used the PICO criteria, suggested by [12]. According to these criteria, a research question should include a Population, an Intervention, a Comparison, and an Outcome. In this research, a Population is defined as the area of global software development. The Intervention is the use of social network analysis. The Comparison is the evaluation of the social network analysis as an approach to tackle challenges in global software development. And finally, the Outcome is the analysis of the current practices of social network analysis in global software development and the identification of the new insights we can gain in the distributed collaboration, by using a social network perspective. Therefore, the scope of our systematic review focuses on the following research questions:

1) Which aspects in global software development collaboration do the social network analysis approaches address?

2) What new insights does social network analysis bring to global software development collaboration?

A. Research Strategy

According to [11], when starting the search of primary studies, a strategy should be used by defining the keywords, the search query and the digital libraries used as a search source. We have therefore defined a review protocol, based on the research questions (Section III). The review protocol that we used includes two main keywords, namely: global software development and social network analysis. Based on these search terms, we constructed a list of related keywords, as shown in Table I.

<table>
<thead>
<tr>
<th>Main Terms</th>
<th>Related Terms</th>
</tr>
</thead>
<tbody>
<tr>
<td>Global Software Development</td>
<td>Global Software Engineering</td>
</tr>
<tr>
<td></td>
<td>Distributed Software Development</td>
</tr>
<tr>
<td></td>
<td>Distributed Teams</td>
</tr>
<tr>
<td>Social Network Analysis</td>
<td>Social Networks</td>
</tr>
</tbody>
</table>

Based on the derived keywords, a search string was constructed. We used the basic boolean operator OR to broaden the search and retrieve papers containing any of the terms it separates, and the boolean operator AND to narrow
the search and retrieve papers containing all of the terms it separates.

(social networks OR social network analysis) AND (global software development OR global software engineering OR distributed software development OR distributed teams)

Finally, we applied the search string to the following libraries, as we believe that they provide a confident source for retrieving results in the particular field:

- IEEE Xplore Digital Library
- ACM Digital Library
- Elsevier ScienceDirect
- SpringerLink
- EBSCO
- Wiley Interscience

B. Study Selection

As part of the systematic literature review (SLR) research, a study selection was performed in order to filter the results and to make sure that we include only studies that contain useful information for answering the research questions. For this purpose, we have decided upon some inclusion and exclusion criteria that will limit biased or irrelevant results. Table II shows all the search criteria used during the study selection.

Overall, we are looking for full text papers published in English. We accept papers that describe primary studies, and consequently we reject papers that are a secondary source, that is studies that cite, comment on, or build upon other researches. Additionally, a main inclusion criteria refers to papers that they focus primarily to global software development challenges. Therefore, we include papers that use case studies of software development projects in global/distributed environments.

The evaluation of the final papers to be selected is based first on the relevance of the title of the paper. If the title does not include any of the selected keywords, or it does not clearly reflect the context of the paper, we look at the abstracts which usually present a brief summary of the paper. If no satisfied decisions can be made for the inclusion or exclusion of the publication, based on the abstract then we scan the full text of the paper (Figure 2). These steps were done independently by two researchers. After the filtering by abstracts and by full text, the results were compared and the final papers for inclusion were selected.

IV. OVERVIEW OF THE RESULTS

By applying the search strategy described in the previous section (III-A) we concluded in 23 primary studies, in total. Given that we are only looking for primary studies in global software development, and the dedicated attention in IEEE Conferences on global software development (ICSE, ICGSE), it is not a big surprise that there was a 56% acceptance rate from the IEEE results. The overall acceptance rate is calculated at 4% (23 accepted papers out of the 606 total results). The total accepted papers are limited in number due to the particular area in which this systematic literature review study focuses and because of the definite research questions that bound our inclusion criteria.

While applying the search query and filtering the results, we identified the following categories of research papers:

1) Papers that address GSD challenges using a social net-
two data collection methods; studies that collect data from analysis, we recognized an essential difference between the ries such as change logs and defects libraries. During the such as emails and chat logs, or from software reposito-
data are collected either from communication repositories (35% of the selected papers use this approach). In this case, observed in our review is from mining various repositories.

The second most common data collection method that we method for collecting social network data (i.e. data about the respondents' ties to the other people of the network). For this reason, we identified two main coordination patterns; the core-periphery pattern and the clusters.

In global software development, coordination among the distributed teams is a challenge due to time, geographical and cultural differences [16]. The difficulties of knowing who to contact about what and communicating effectively across sites, leads to a number of coordination problems [35]. From the analysis, we observe that a social network perspective can bring new insights into the coordination issues in GSD. More specifically, we see that previous researches use social network analysis to investigate the way people are structured within the team and the role that they play in the coordination of the remote groups. Summarizing the results, we identified two main coordination patterns; the core-periphery pattern and the clusters.

Core-Periphery: In a core-periphery structure, “a particular group of developers are at the center of the coordination activities. The rest of the developers (in the periphery) seem to rely solely on interactions with the centrally positioned developers, for coordinating their tasks.” [24]. Core-periphery coordination indicates that there is a group of active and interconnected members, independent of geographic location.
Table IV: SLR Results based on the collaboration model

<table>
<thead>
<tr>
<th>Coordinated by</th>
<th>Coordination</th>
<th>Cooperation</th>
<th>Communication</th>
</tr>
</thead>
<tbody>
<tr>
<td>Herbsleb &amp; Mockus, 2003 [13]</td>
<td>x</td>
<td></td>
<td>x</td>
</tr>
<tr>
<td>Damian et. al, 2007 [8]</td>
<td>x</td>
<td>x</td>
<td></td>
</tr>
<tr>
<td>Damian, M. &amp; Kwan, 2007 [14]</td>
<td></td>
<td>x</td>
<td></td>
</tr>
<tr>
<td>Damian, Kwan &amp; Marczak, 2010 [15]</td>
<td>x</td>
<td></td>
<td>x</td>
</tr>
<tr>
<td>Avrith et al, 2010 [16]</td>
<td>x</td>
<td>x</td>
<td></td>
</tr>
<tr>
<td>Urdangarin et. al, 2008 [17]</td>
<td>x</td>
<td>x</td>
<td>x</td>
</tr>
<tr>
<td>Fonseca, de Souza &amp; Redmiles, 2006 [18]</td>
<td>x</td>
<td></td>
<td></td>
</tr>
<tr>
<td>Nguyen, Wolf &amp; Damian, 2008 [19]</td>
<td></td>
<td>x</td>
<td></td>
</tr>
<tr>
<td>Wolf, Nguyen &amp; Damian, 2008 [20]</td>
<td>x</td>
<td></td>
<td></td>
</tr>
<tr>
<td>Ehrlich &amp; Chang, 2006 [21]</td>
<td></td>
<td>x</td>
<td></td>
</tr>
<tr>
<td>Sarker, N. &amp; Chakraborty, 2007 [22]</td>
<td>x</td>
<td></td>
<td>x</td>
</tr>
<tr>
<td>de Souza, Hildenbrand &amp; Redmiles, 2007 [23]</td>
<td>x</td>
<td></td>
<td>x</td>
</tr>
<tr>
<td>Cataldo &amp; Herbsleb, 2008 [24]</td>
<td>x</td>
<td></td>
<td>x</td>
</tr>
<tr>
<td>Cataldo &amp; Herbsleb, 2008 [25]</td>
<td></td>
<td>x</td>
<td></td>
</tr>
<tr>
<td>Boden &amp; Avram, 2009 [26]</td>
<td></td>
<td>x</td>
<td></td>
</tr>
<tr>
<td>Mikawa, Cunnington &amp; Gaskins, 2009 [27]</td>
<td></td>
<td></td>
<td>x</td>
</tr>
<tr>
<td>Trainer, Al-Ani &amp; Redmiles, 2011 [28]</td>
<td>x</td>
<td></td>
<td></td>
</tr>
<tr>
<td>de Souza et. al, 2007 [29]</td>
<td>x</td>
<td></td>
<td></td>
</tr>
<tr>
<td>Sarker &amp; Zadeh, 2009 [30]</td>
<td>x</td>
<td></td>
<td>x</td>
</tr>
<tr>
<td>de Souza, Froehlich &amp; Dourish, 2005 [31]</td>
<td>x</td>
<td></td>
<td>x</td>
</tr>
<tr>
<td>Chang &amp; Ehrlich, 2007 [32]</td>
<td>x</td>
<td>x</td>
<td></td>
</tr>
<tr>
<td>Sarker et. al, 2011 [33]</td>
<td></td>
<td>x</td>
<td></td>
</tr>
<tr>
<td>Milewski et. al, 2008 [34]</td>
<td>x</td>
<td>x</td>
<td></td>
</tr>
</tbody>
</table>

[19]. Figure 3a illustrates an example of the core-periphery structure. This coordination structure appears to be in contradiction with the current theory of global software development where remote locations often work as independent groups and there is less cohesion between the teams, due to proximity. Furthermore, the core structure indicates a dense network which in turn, suggests increased collaboration ties and better awareness. A core-periphery structure may also be related to better performance because such structures hold the potential to improve the speed and flexibility with which information diffuses within a group [36]. Finally, the identification and analysis of such coordination structures can help manage the dependencies between the work of core members and that of their peripheral colleagues, and vice versa [31].

Clusters: In this coordination pattern, the network is divided in sub-groups (clusters) which are often based on the geographic location of the teams [32]. Figure 3b illustrates an example of a networks of clusters. A coordination structure of clusters appears to be more in line with the current global software development theories, indicating that members in co-located teams are more connected with each other than they are with their remote colleagues [17]. This coordination structure has a negative effect on the team awareness, since members of a team don’t know their remote colleagues, they don’t know who works on which part of the project and they often don’t know where to find important information, when it is needed. In order to overcome the difficulties that a cluster coordination brings, literature suggests the positioning of a “bridging” role between the remote teams [34]. This intermediate role is the focus of attention of several studies, described in various terms such as “boundary spanners”, “brokers”, “liaisons”, “gatekeepers” and others. Bridging is perceived as a good coordination strategy in the management of distributed collaboration, facilitating team awareness and knowledge management [26]. Bridging roles are also important within a network because they cover the structural holes that might exist between people within the network, or between sub-groups. Global software collaboration is, by its nature, a situation where structural holes may emerge between groups that are geographically, temporally and cultural distant [34]. Chang & Ehrlich [32] conclude that “individuals who are more central can exert more influence by virtue of being connected with other powerful individuals in the network, and have access to more resources than less central counterparts.”

Another role positioning that gains attention in the analysis of distributed collaboration, both in the core-periphery and the cluster coordination pattern, is the “star” which is defined as “the individual who stands in the center of attention” [22]. According to previous studies, a star plays an essential role in the team coordination because he/she is in the center of a network of distributed teams, coordinating activities across the various geographical locations and facilitating knowledge transfer [22]. It was also observed that the role an individual plays in the network can highly benefit his or her performance, mainly because that person can have “ample access to information, rather than controlling the flow of information” [24]. Researching the role positioning of the people that participate in a distributed software development project can help us understand who are those individuals that are more likely to coordinate the distributed activities, how do they perform and what can be done to foster their role within the network.
Coordination is analyzed here from a network perspective. Based on this perspective, we can examine the coordination aspect based on the network structure of the teams, i.e. the way people are organized within and across teams and the various roles they can play within the network. Additionally, new insight into the coordination patterns in global software development provide a means for comparison between the different collaboration modes. In our study, we find that the core-periphery is a relatively new structure. Current literature suggests that a core-periphery as a coordination structure has a positive effect in the collaboration between distributed teams. Finally, the clustering structure is a more common structure that conforms to the known disadvantages and challenges of distributed collaboration. Nevertheless, with the right strategic positioning of the team members and the existence of “bridges” or “stars”, these challenges can be surpassed [34].

B. Cooperation

Previous studies examine how social factors, such as organizational culture and history of the relationship between the remote sites, play an important role in awareness of changes in requirements and code that require effective cooperation across sites [37]. Additionally, in another study different approaches to support awareness between teams’ cooperation have been identified, by examining improvements brought to the “shared space” between team members or how they interact using shared artifacts [38]. From a social network perspective, we examine how the analysis of the distributed collaboration networks can bring new insights into the cooperation aspects of the distributed teams.

A main observation in the teams’ cooperation, from a social networking perspective, is the appearance of “emergent” team members [15]. According to literature, emergent members can be of two types; first, they can be people who were not initially planned to participate in the development project but in practice they emerge as contributing members. Second is when a person emerges as the “bridge” between remote teams, even though that position was planned for someone else. A reason for this phenomenon is e.g. the role of the specific person, or his/her position within the team, which might constitute him/her as a better intermediate for the cooperation among the distributed teams. Milewski et. al. [34] note that “most of the bridges we have found in our research and in the literature are not ones that were developed intentionally as part of organization strategy, but units that have grown out of organizational need, or of the team positioning themselves in this role.”. As an example in a study conducted among several distributed networks of people working on requirements engineering, results showed that on average, about one third of the team members were emergent roles [14]. In another study, it was observed that although teams were designed to communicate “freely”, i.e. all members from the remote teams could communicate with all of their colleagues in the central locations, in practice only few members emerged as the intermediates between teams at different locations [17].

Another observation is how cooperation between the distributed teams is facilitated through familiarity and trust [33]. People are more likely to cooperate with each other if they have previously worked together in another project [21], [32]. Furthermore, familiarity can also refer to the awareness of each others’ cultural differences. Previous research in team trust in GSD suggests that when people are familiar with each others’ cultural differences, trust factors between them are higher and consequently cooperation is facilitated; “Developing positive shared experiences across geographic sites leads to stronger team dynamics for distributed software development teams, and stronger team dynamics build trust.” [27]. Trust has also been researched as an influential factor on the member’s cooperation performance. Previous
work revealed that when individual has a low trustworthiness (indicated by low trust centrality), even if that person is communicating a lot, he/she is not cooperating efficiently with his/her colleagues, as opposed to individuals who communicate a lot but at the same time, they also have high trustworthiness [33].

The implication on team awareness that these cooperation strategies have, varies. In some cases, it was observed that the emergent members appearing in the projects, despite the initial planning and documentation, negatively impact team awareness. People within the team do not know who they work with, with whom they need to communicate and collaborate and consequently they are not aware of who knows what in the project. On the other hand, case studies were reported, where despite the appearance of those emergent members, team awareness was high and team members recognized the emergent members and efficiently worked with them. It was also observed that people who are central in the cooperation between the remote teams tend to perceive that the teams are cooperating effectively, which in turn creates a positive environment for cooperation among the distributed team members [32].

C. Communication

According to the 3C Collaboration model, communication is related to the exchange of messages and information among people [9]. In the field of software engineering, recent studies have turned their focus on the “fit” of the communication patterns between the members of software development teams (distributed or co-located) and the dependencies between the modules/artifacts that each team develops [39]. This “fit” is also referred to as the socio-technical congruence i.e. the match between the social and technical dependencies in a software development project [40]. In global software development, the socio-technical congruence is often studied as a means to analyze and improve the communication and awareness between the remote members, and therefore to improve their collaboration.

During the SLR analysis, we identified studies that use social network analysis to examine the communication patterns of team members, and subsequently analyze and improve the socio-technical congruence of the distributed software development projects. Consequently, we recognized several tools that use SNA techniques as a means to facilitate communication between distributed team members, ease the expertise identification, and increase team awareness. The following paragraphs describe those tools:

Ariadne: This tool identifies automatically dependent pieces of code and their authors, and it creates a social network of developers. In other words, it can visualize and present which developer depends on the code of another developer. “The goal of the tool is to automatically identify situations where there is a “mismatch” between the dependency and the communication networks.” [18]. From the experiments conducted using Ariadne, it was noticed that this tool can promote social network awareness among virtual teams and consequently increase familiarity among team members; “Ariadne provides developers an enhanced awareness of interdependencies using a visual approach. Interdependencies are one example of collaborative traces; they describe relationships between developers based on the source code they implement.” [28]. Additionally, it was observed that Ariadne can support managers in monitoring interactions among developers and taking the necessary decisions [28].

Travis: Travis is a tool that creates traceability networks by linking artifacts, activities and users. Travis also offers different views of the communication network in role-based criteria, i.e. based on whether the user is a developer, a designer, a project manager etc. This option can help eliminate the number of notifications that team members receive, creating an overload of sent messages and avoid over-communication among team members; “The goal here is to reduce the number of notifications that software developers receive because a common problem was the overwhelming flood of notification messages initiated by other software developers or software tools due to changes in the artifacts.” [23]. This has proven particularly useful for the people acting as bridges between teams, or otherwise acting as information brokers. Travis can help these information brokers to manage the large amounts of information they receive from the communication between the collaborating teams; “Travis provides increased awareness within offshore software development projects based on a broad range of traceability and rationale visualizations that are created with information extracted from the collaborative development platform.” [23].

Tesseract: It is a socio-technical dependency browser specifically constructed to show “the social as well as the technical relationships among the different project entities, such as developers, source code, bugs etc” [30]. Tesseract also calculates the communication behavior of the teams, which is the social network of developers determined by the communication records and it monitors progress over time. Additionally, the tool “can highlight the “mismatches” between technical dependencies and the communication patterns of the developers” [30]. This approach can help developers become aware of the other project activities and improve communication with their colleagues; “Some interviewees suggested that the developer-to-developer linkages could serve as a means of creating an awareness of which developers work closely- information that is missing in their distributed work settings.” [30].

Augur: Augur “draws views of the network of contributors to a project, relating them according to patterns in their development activity” [31]. Additionally, this network view property can use different visualizations to indicate different features of the relationship between individuals. Similarly
to the above mentioned tools, Augur provides a way to examine the communication patterns of the project participants, through the analysis of the technical dependencies of the project; “It provides the technical means to explore the extend to which software artifacts have inscribed into them patterns of interaction and participation.” [31].

Communication relationships have proven important for knowledge sharing and team awareness [22]. An essential feature of the socio-technical congruence tools is the visualization of the communication patterns and the relationships between project participants. Previous work suggests that this type of communication visualizations can help developers as well as managers to keep track of the project status, be aware of the code dependencies and take the necessary decisions and actions [29].

VI. Conclusions

In this paper, we examined how social network analysis can provide researchers and practitioners with new insights into the current global software development challenges. Two different coordination structures of distributed teams in a GSD context have been identified in this SLR study: the core-periphery and the clusters. In terms of team awareness, core-periphery appears the more beneficial structure, yet it does not show up very often in GSD projects. Clusters come with certain disadvantages due to the sub-grouping and the independent work of the teams based on their geographic location. Through the current SNA approaches, researchers have identified strategies that can help tackle these disadvantages, such as the positioning of bridges between the clusters.

Analyzing the cooperation structures from a social network perspective we distinguished two new insights in the current GSD practices: the emergent members and the role of familiarity and trust in distributed cooperation. We observed that through the use of social network analysis new cooperation patterns were identified in projects that were initially planned otherwise.

A social network perspective can help us reveal differences between what is planned and documented within a project, and what happens in practice. These differences can be studied over time, and the findings related to other metrics, such as the number of bugs found, the size of backlogs, and the like, may lead to corresponding interventions.

Finally, communication patterns have been studied through the lenses of socio-technical congruence, in an effort to analyze communication and collaboration between project participants and software artifacts dependencies. We identified several tools that have been introduced in the current literature, with the aim of improving team communication and at the same time to support team awareness and expertise identification.

We conclude that more research is needed in the field of global software development by taking a social network perspective. We argue that this kind of approach may bring new insights into the distributed teams collaboration and promote new solutions and collaboration processes or techniques, to tackle the current global challenges. Social network analysis can help researchers and practitioners examine the coordination, cooperation and communication structures of the remote and co-located teams, identify potential weak points and support the organization and the decision-making processes of the distributed activities.
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